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Executive Summary

Military and commercial aviation communities alike are hopeful for a “revolution” that springboards our industry from today’s shortfalls in dealing with the complexity of Airworthy Open Systems platforms to a solution that allows for the rapid development of safe and secure systems. Is it such a stretch to imagine a set of models, once built, shuffled within systems diagrams, like LEGO™ blocks, forming a realistic, integrated representation of desired functionality and the end system? In such a world, systems engineers would be able to conduct open systems design trades, monitor internal data exchanges, analyze and correct performance characteristics, and ensure safe and secure operations in a systems architecture virtual or physical environment.

A solution may lie in the further advancement of leading edge methodologies and technologies in the areas of model-based engineering of systems, systems-of-systems analysis, design, development, and verification. New modeling languages such as AADL and the FACE Data Model Language have increased the specificity with which systems models can be built and may contain hints at the next “revolution” of system development. After all, are we likely to achieve such a leap using our current modes of thinking and continuing to press the limits of our current processes and technologies, or do we need a shift in thinking, a change in point of view, a change in paradigm?
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**Introduction**

The need to build systems of greater and greater complexity has always existed. This is easily seen in the aerospace domain where over the past 20 years we have had a significant increase in the complexity of entire aircraft systems and subsystems. Within this timeframe, U.S. military aircraft have gone from independent avionics systems for each aspect of flight and mission management to highly integrated avionics subsystems comprising a highly functional, yet incredibly complex system. It has been predicted that overall system complexity will likely increase ten-fold within the next 10-20 years.

Such drastic numbers are due primarily to rapidly evolving and pressing capabilities supporting the warfighter: increased safety in extreme conditions such as Degraded Visual Environment (DVE) and Inadvertent Instrument Meteorological Conditions (IIMC), unmanned and partially-manned flight, mission and route re-planning and rerouting, cognitive decision aiding (CDA), data correlation and fusion, enhanced situational awareness (SA), non-traditional artificial intelligence algorithms, increased complexity and accuracy of missions, interaction between manned and unmanned teaming participants, and new cyber security requirements.

In order to achieve this order of magnitude increase in the complexity of aircraft systems and subsystems, new and pioneering methodologies and technologies, different than those used to build current systems, must be embraced. One area that is prepared for significant process improvement is in the specification of system requirements and design, using model-based system engineering (MBSE) processes and integrated tooling.

The current paradigm for systems engineering focuses on requirements decomposition in both raw textual and model-based textual formats. However they are still primarily textual. Natural language-based textual models of system requirements have proven ineffectual in describing the complete system. It is well documented that using natural language is typically ambiguous and difficult to adequately define the requirements in such a way as to be usable for analyses functions. [23]

An alternative paradigm is to unambiguously model with specificity all aspects of the effort, from user’s needs, system requirements, and system design, through high-level hardware and software requirements, to low-level hardware and software requirements and design. Such an approach affords, with minimal input, auto-generation of engineering and process artifacts at each subsequent level of the model hierarchy, ensuring that the system we are building not only meets the correct requirements (verification), but also realizes the user’s needs (validation) at every stage of development.

This paper’s thesis is that such an approach has a very high likelihood of being an example of the desperately needed paradigm shift required to enable the aforementioned increase in complexity of future systems.
Requirements/Specification Model

Current System Requirements Techniques

The paradigm utilized for most systems engineering efforts focuses on requirements decomposition in both textual and pseudo model-based textual formats. Natural language based models of a system’s needs are ineffectual at describing the complete system as the model carries with it the ambiguities of the language used. It is well documented that natural written language is typically ambiguous and difficult to adequately define the requirements in such a way as to not “imply” information that can easily be misinterpreted. To get around this limitation, data dictionaries are often employed to provide a universal description of terms used in the requirements and design of the system. The RTCA’s DO-331 states “The following are NOT [emphasis added] considered as models within this supplement: Figures without syntax/semantics (these may be illustrative)” and “Equations related to natural language sentences.”[5] In other words: simple pictures and natural language equations and statements are not models.

While DO-331 is primarily concerned with the software aspects of a system, as aerospace systems become significantly more software intensive, we purposely apply software modeling approaches to system requirements and design, thereby leveraging documents such as DO-331 to the systems engineering discipline.

Requirements Modeling Needs

Two types of models are introduced in RTCA’s DO-331 [5]. The Specification Model—which represents high-level requirements that provide an abstract representation of functional, interface, or safety characteristics of software components that expresses these characteristics unambiguously to support an understanding and does not prescribe a specific software implementation or architecture except for exceptional cases of justified design constraints; The Design Model— which prescribes the software component internal data structures, data flow, and/or control flow including the low-level requirements and/or architecture at a level that it can be used to produce code.

DO-331 further states that a single model must be either a Specification Model or a Design Model. This poses an interesting problem, and represents a departure from the current way in which many systems have been built and qualified as airworthy: models used for requirements are frequently very detailed functional block diagrams, sufficiently complete to support auto-code generation. We address this dilemma by identifying an appropriate modeling language that is unambiguous at a requirements specification level for the entire system under development, not just the software.

Also identified in DO-331, the specification and design models typically describe functional, performance, interface, and/or safety characteristics. A set of highly integrated well-defined models that can fully describe a system would require the specification of these as well as security, standards compliance, and architectural design.
A New Approach

System of Systems (SoS) Specification

Often when we model a particular system (or subsystem), we begin by describing the system itself. We focus our efforts on the description of the system in a system-centric perspective. Use Cases are often employed to create a loose description of the system and how it will interact with its external environment, be they interfaces, users of the system, or other external system components. Since the external interfaces are just that, external, we typically focus little attention on the parent system within which our new system will exist. In DoDAF a set of Operational Views (OVs) are typically created to identify a general picture of the System of Systems (SoS) and the interactions and operations of actors within the Concept of Operations.

System engineering activities focus primarily on the system itself. If we instead focus our attention initially on the problem domain of the entire system we would achieve a better understanding of the system we are developing. We could start with a definition of our System of Systems describing its components, behavior, performance of each system and their interfaces. Once a detailed model is created we would have described in non-ambiguous terms, the external interface requirements for the system and the validation framework for which our system must be measured.

One approach for the definition of the system components in the SoS, is to describe the “things” that exist within the SoS through a formal model process. A “thing” can be thought of initially as the physical entities and concepts that are in the problem domain. We describe attributes of “things” and identify the relationships between each other. A description of the behavior of each “thing” can also be described in terms of its behavioral capabilities and interactions with other “things”. This approach would abstractly define both the system of systems and each system component including the system we are developing. This system of systems definition can be used to extract the “needs” of the system we are developing. This approach reveals the essence of data modeling of components, systems, and systems-of-systems.

System Specification

As we follow the above-mentioned modeling approach, we identify the sub-components of the system we are developing within the context of the System of Systems. Our system specification can then be decomposed into its component pieces. Each of the sub-components is refined by adding additional details such as performance requirements, more detailed behavior details through functional definitions, states and modes definition, and error and fault handling. Additionally, interface definitions are refined by building on the subcomponent relationship definitions for both data and control.

The approach discussed implements a hierarchical SoS definition used to specify a system constructed of other system elements. Each system element is described conceptually by both its behavioral model and by the systems data model. This hierarchical modeling approach is also applied to the concept of a System of Systems (SoS). A SoS is a system-of-interest whose system elements are themselves systems; typically these entail large-scale inter-disciplinary problems involving multiple, heterogeneous, distributed systems.

An interesting point is that the FACE Conceptual Data Model [1] may be able to be leveraged and expanded upon to develop the Specification Model as defined in DO-331. By adding behavioral meta-model elements and “required” relationships to the conceptual model, we may be able to attain a Specification Model that is
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both unambiguous in its definition of the requirements, does not rely on natural language and yet does not prescribe an implementation.

System and Software Design

Implied by the nature of decomposition of the system specification, the system design is a further refinement and decomposition of the system specification. Many modeling languages and tools currently exist which provide the specificity needed for System and Software design to be used to generate code and tests. Two of the more recent modeling languages, AADL and the FACE™ Data Model language, focus on defining models with a high-level of specificity that is sufficient for code generation, test generation, and formal analytical methods.

AADL focuses on defining an unambiguous architecture-centric model of system software and hardware with the goal of providing analyzable models. A major benefit of AADL is that it unifies the models into one system architectural model. This allows identification of mismatches that occur when different models of timing, fault tolerance, security model, etc. are integrated, reducing the time of analysis to detect system failures that are typically realized later during system operation [13].

The FACE™ Data Architecture provides a standard method for data sharing between software components. Data modeling is required to enable information sharing and interoperability between software components. A common data model enhances reuse by establishing a standard communication data definition between software components. The FACE™ data model specification [14] achieves significant benefits of describing all data elements with sufficient specificity in both semantics and measurements at a level that once combined with required processor hardware specification is sufficient to auto-generate code.

The end goal of the FACE™ Data Model Language [14] is to sufficiently define the data semantics for data and control messages (structures and fields) exchanged between two software components. The FACE™ Data Model Language, revision 2.1, provides for both a semantic description and an unambiguous measurement system specification for each datum. By providing for an unambiguous non-arbitrary semantic and measurement description of message fields, developers can fully specify messages and can therefore increase interoperability and ease of integration of software components.

The not yet ratified FACE v3.0 Data Architecture builds on the FACE data model and provides an integration model that describes the connectivity and data transformations that occur within the FACE Transport Services Segment that are required to interface two FACE applications or services.

Both AADL and the FACE™ Data Model Language represent significant technological advances in Model Based Engineering (MBE). AADL defines an unambiguous architecture of control systems design, and FACE™ Data Model Language defines unambiguous interaction between system software elements.

However, the current SysML, FACE Data Architecture, and AADL modeling tools are not integrated. While each serves a significant purpose, there has been relatively little work performed to define the integration points. There are several approaches for the integration of multiple modeling languages. One approach as identified in the Impact Study [23] is to develop a “model exchange/interchange and model co-simulation approaches that facilitate integration while allowing organizations to choose the right tools for the task”.

Other approaches are often proprietary in the way that the models are integrated. The resultant models are specific and proprietary to a particular project, company, or tool chain. Another approach is the
AWESUM™ approach [24], which provides a System Unified Model (SUM) to integrate the various disciplines and tools in a non-proprietary model supporting open systems development.
**Summary**

In the next few years more experience in applying MBSE and MBE tools and simulations for obtaining certification under Military standards and DO-178C/DO-331 will be achieved. Expansion of existing toolsets in the areas of FACE Data Architecture, AADL, SysML, UML, and other newer modeling processes will have to be developed further in order to streamline modeling and simulation techniques. In addition, techniques, training and tools will likely be developed to support robust configuration management of large-scale system models. Also, the model languages and tools will be modified to support multidisciplinary engineering beyond just system requirements and design, computer aided design, software design and verification, to include power systems, system of systems, human factors, safety models, and security models.

While Model Based Engineering by itself is not a “silver bullet”, MBE is an “enabler”. If systems are modeled appropriately MBE can be leveraged to improve the system development lifecycle to build systems that are up to ten times more complex than current systems. In order to realize these improvements, the specification and design models must have the specificity to support unambiguous validation, verification, hardware and software generation, document generation, and analyses for systems integration activities such as timing, network load, memory utilization, and more. Therefore, while MBE is not a “silver bullet”, it is essential to achieving the building of the ever-increasing complex systems of the future.

Further study is recommended for the integration of the FACE Data Architecture with SysML and AADL, as well as FACE Data Architecture support for a more complete system conceptual model to include: entity defining relationships (where relationships can be used for uniqueness of entities), behavioral specifications added to conceptual modeling, choreography of message interfaces, and integration of components to define a system.

**A closing note.** While the decomposition of system requirements to hardware and software requirements to hardware and software design is effective, it does not typically lend to reuse of software elements. This is the result of very specific requirements being imposed on the design of software components that often restrict the design of the component and does not consider the desire for portability and reusability of the component. While this is often true, it does not have to be. If the quality attributes of portability and reusability are “passed down” as system requirements, the designers of the software can use this as justification for the more robust and multipurpose functionality of their design.
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